|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| МИНИСТЕРСТВО ОБРАЗОВАНИЯ И НАУКИ | | | | | | | | |
| **РОССИЙСКОЙ ФЕДЕРАЦИИ** | | | | | | | | |
|  |  | | |  |  | |  | |
|  |  | | |  |  | |  | |
|  | |  |  | | |  | |  |
| **МОСКОВСКИЙ АВИАЦИОННЫЙ ИНСТИТУТ (НАУЧНО-ИССЛЕДОВАТЕЛЬСКИЙ УНИВЕРСИТЕТ)** | | | | | | | | |
|  | | | | | | | | |

## **ЖУРНАЛ**

#### ПО ПРОИЗВОДСТВЕННОЙ ПРАКТИКЕ

Наименование практики *вычислительная*

Студенты :

*Аксенов Александр Евгеньевич*

*Катермин Всеволод*

*Хисамутдинов Даниил*

Факультет № 8 курс 2 группа 8

Практика с 22.06.20 по 12.07.20

##### ИНСТРУКЦИЯ

**о заполнении журнала по** **вычислительной практике**

Журнал по вычислительной практике студентов имеет единую форму для всех видов практик.

Задание в журнал вписывается руководителем практики от института в первые три – пять дней пребывания студентов на практике в соответствии с тематикой, утверждённой на кафедре до начала практики. Журнал по вычислительной практике является основным документом для текущего и итогового контроля выполнения заданий, требований инструкции и программы практики.

Табель прохождения практики, задание, а также технический отчёт выполняются каждым студентом самостоятельно.

Журнал заполняется студентом непрерывно в процессе прохождения всей практики и регулярно представляется для просмотра руководителям практики. Все их замечания подлежат немедленному выполнению.

В разделе «Табель прохождения практики» ежедневно должно быть указано, на каких рабочих местах и в качестве кого работал студент. Эти записи проверяются и заверяются цеховыми руководителями практики, в том числе мастерами и бригадирами. График прохождения практики заполняется в соответствии с графиком распределения студентов по рабочим местам практики, утверждённым руководителем предприятия.

В разделе «Рационализаторские предложения» должно быть приведено содержание поданных в цехе рационализаторских предложений со всеми необходимыми расчётами и эскизами. Рационализаторские предложения подаются индивидуально и коллективно.

Выполнение студентом задания по общественно-политической практике заносятся в раздел «Общественно-политическая практика». Выполнение работы по оказанию практической помощи предприятию (участие в выполнении спецзаданий, работа сверхурочно и т.п.) заносятся в раздел журнала «Работа в помощь предприятию» с последующим письменным подтверждением записанной работы соответствующими цеховыми руководителями.

Раздел «Технический отчёт по практике» должен быть заполнен особо тщательно. Записи необходимо делать чернилами в сжатой, но вместе с тем чёткой и ясной форме и технически грамотно. Студент обязан ежедневно подробно излагать содержание работы, выполняемой за каждый день. Содержание этого раздела должно отвечать тем конкретным требованиям, которые предъявляются к техническому отчёту заданием и программой практики. Технический отчёт должен показать умение студента критически оценивать работу данного производственного участка и отразить, в какой степени студент способен применить теоретические знания для решения конкретных производственных задач.

Иллюстративный и другие материалы, использованные студентом в других разделах журнала, в техническом отчёте не должны повторяться, следует ограничиваться лишь ссылкой на него. Участие студентов в производственно-технической конференции, выступление с докладами, рационализаторские предложения и т.п. должны заноситься на свободные страницы журнала.

**Примечание.** Синьки, кальки и другие дополнения к журналу могут быть сделаны только с разрешения администрации предприятия и должны подшиваться в конце журнала.

Руководители практики от института обязаны следить затем, чтобы каждый цеховой руководитель практики перед уходом студентов из данного цеха в другой цех вписывал в журнал студента отзывы об их работе в цехе.

Текущий контроль работы студентов осуществляется руководители практики от института и цеховыми руководителями практики заводов. Все замечания студентам руководители делают в письменном виде на страницах журнала, ставя при этом свою подпись и дату проверки.

Результаты защиты технического отчёта заносятся в протокол и одновременно заносятся в ведомость и зачётную книжку студента.

**Примечание.** Нумерация чистых страниц журнала проставляется каждым студентом в своём журнале до начала практики.

С инструкцией о заполнении журнала ознакомился:

«12» июля 2020г.

Студент

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ (подпись) Студент

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ (подпись) Студент

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ (подпись)

**ЗАДАНИЕ**

кафедры 806 по вычислительной практике

1. Познакомиться с загрузчиком GRUB. Создать загрузочную флешку с образом ядра MiniOS и проверить его целостность.
2. Изучить архитектуру MiniOS и разобраться в механизме прерываний.
3. Составить алгоритм **управления защищенным и пользовательским режимом ядра**.
4. Реализация алгоритма.
5. Тестирование алгоритма.
6. Список используемой литературы.
7. Выводы.

**Руководитель практики**

**от института**

«12» июля 2020 г.

**ПРОТОКОЛ**

#### ЗАЩИТЫ ТЕХНИЧЕСКОГО ОТЧЁТА

по *вычислительной практике*

студентами 1. *Аксеновым Александром*

*2. Катерминым Всеволодом*

*3. Хисамутдиновым Даниилом*

|  |  |
| --- | --- |
| Слушали:  Отчёт практиканта  1. Создать загрузочный образ миниядра MiniOS.  2. Изучить в нём механизм прерываний  3. Составить алгоритм.  4. Реализовать алгоритм взаимодействия пользовательских процессов.  5. Тестирование алгоритма.  6. Список используемой литературы.  7. Выводы. | Постановили:  Считать практику выполненной и защищённой на  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 1. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 2. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  Оценка 3. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
|  |  |
|  | Общая оценка -\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |
|  |  |

Руководитель: Семенов А. С. \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Дата: 12.07.2020

1. Инициализация таблиц gdt idt, файловой системы и переключение в пользовательских режим
2. Инициализация процессов, paging, tasking
3. Вызов прерывания для перехода к планировщику
4. Обращение к планировщику
5. Генерация прерывания для первого процесса
6. Возврат в первый процесс
7. Вызов прерывания для смены процессов
8. Обращение к планировщику
9. Генерация прерывания для второго процесса
10. Передача управления второму процессу
11. Вызов прерывания
12. Возврат в main
13. Завершение функции main

Планировщик

**Алгоритм. Взаимодействие пользовательских процессов**

process1

Клавиатура

Таймер

Контроллер прерываний

**Процессор**

Process2

main

Касаемо режимов пользователя и ядра:

Для предотвращения доступа приложений к критически важным данным операционной системы и устранения риска их модификации используются два режима доступа к процессору: пользовательский (user mode) и ядра (kernel mode). Код приложений работает в пользовательском режиме, тогда как код операционной системы (например, системные сервисы и драйверы устройств) — в режиме ядра. B режиме ядра предоставляется доступ ко всей системной памяти и разрешается выполнять любые машинные команды процессора. Предоставляя операционной системе более высокий уровень привилегий, чем прикладным программам, процессор позволяет разработчикам операционных систем реализовать такие архитектуры, которые не дают возможности сбойным приложениям нарушать стабильность работы всей системы.

Существует четыре уровня привилегий (PL) сегментов (0-3). Привилегированность увеличивается с уменьшением номера. На нулевом уровне позволяется использование привилегированных инструкций.

Уровень привилегий сегмента (Descriptor Privilege Level) соответствует значению поля DPL в дескрипторе сегмента.

Текущий уровень привилегий (Current Privilege Level) соответствует уровню привилегий сегмента кода, селектор которого загружен в регистр CS (то есть уровню привилегий выполняющегося сегмента кода).

Запрашиваемый уровень привилегий (Requested Privilege Level) находится в двух младших битах селектора (задаётся программой).

**ТЕХНИЧЕСКИЙ ОТЧЁТ ПО ПРАКТИКЕ**

**4. Реализация процедуры:**

|  |  |  |
| --- | --- | --- |
| № | Шаг алгоритма | Файл и код |
| 1 | Инициализация таблиц дескрипторов, прерываний, страничной памяти, мультизадачности, файловой системы, процессов. | ***main.c***  …  init\_descriptor\_tables();  monitor\_clear();  initialise\_paging();  initialise\_tasking();  fs\_root = initialise\_initrd(initrd\_location);  initialise\_syscalls();  switch\_to\_user\_mode();  … |
| 2 | Загрузка адреса таблиц прерываний, дескрипторов и состояний задач в процессор | ***gdt.s***  …  [GLOBAL gdt\_flush] ; Allows the C code to call gdt\_flush().  …  [GLOBAL idt\_flush] ; Allows the C code to call idt\_flush().  …  [GLOBAL tss\_flush] ; Allows our C code to call tss\_flush().  … |
| 3 | Вызов первого прерывания | ***main.c***  …  asm volatile("int $0x0");  … |
| 4 | Обработка прерывания, сохранение регистров предыдущей задачи, загрузка адреса инструкции обработки прерывания в регистры, загрузка регистров. | ***interrupt.s***  …  isr\_common\_stub:  pusha ; Pushes edi,esi,ebp,esp,ebx,edx,ecx,eax  mov ax, ds ; Lower 16-bits of eax = ds.  push eax ; save the data segment descriptor  mov ax, 0x10 ; load the kernel data segment descriptor  mov ds, ax  mov es, ax  mov fs, ax  mov gs, ax  call isr\_handler ;interrupt handler  …  ***isr.c***  …  void isr\_handler(registers\_t regs)  {  monitor\_write("recieved interrupt: ");  monitor\_write\_dec(regs.int\_no);  monitor\_put('\n');  if (interrupt\_handlers[regs.int\_no] != 0)  {  isr\_t handler = interrupt\_handlers[regs.int\_no];  //вызывается функция обработки прерывания  handler(regs);  }  }  … |
| 5 | Посредством функции обработки прерывания происходит взаимодействие с файловой системой | ***main.c***  …  initialise\_syscalls();  syscall\_monitor\_write("Hello, core world!\n");  switch\_to\_user\_mode();  … |
| 6 | Завершение обработки прерывания, восстановление регистров, возврат к предыдущей задаче | ***interrupt.s***  …  pop ebx ; reload the original data segment descriptor  mov ds, bx  mov es, bx  mov fs, bx  mov gs, bx  popa ; Pops edi,esi,ebp...  add esp, 8 ; Cleans up the pushed error code and pushed  ; ISR number  sti  iret ; pops 5 things at once: CS, EIP, EFLAGS, SS, and  ; ESP  … |

**5. Тестирование программы.**

![](data:image/png;base64,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)

**Файлы**

**task.c**

void switch\_to\_user\_mode()

{

// Настраиваем структуру стека для переключения в пользовательский режим.

asm volatile(" \

cli; \

mov $0x23, %ax; \

mov %ax, %ds; \

mov %ax, %es; \

mov %ax, %fs; \

mov %ax, %gs; \

\

mov %esp, %eax; \

pushl $0x23; \

pushl %eax; \

pushf; \

pop %eax ; Помещаем EFLAGS обратно в EAX. Единственный способ — читаем EFLAGS с помощью pushf, а //затем выталкиваем из стека.

or %eax, $0x200 ; Устанавливаем флаг IF.

push %eax ; Помещаем новое значение EFLAGS обратно в стек.

pushl $0x1B; \

push $1f; \

iret; \

1: \

");

}

**descriptor\_tables.h**

// Структура, описывающая сегмент состояния задачи Task State Segment.

struct tss\_entry\_struct

{

u32int prev\_tss; // Предыдущий TSS – если используется аппаратное переключение задач, то это поле нужно создания связного списка.

u32int esp0; // Указатель стека, загружаемый при переходе в режим ядра.

u32int ss0; // Сегмент стека, загружаемый при переходе в режим ядра.

u32int esp1; // Не используется ...

u32int ss1;

u32int esp2;

u32int ss2;

u32int cr3;

u32int eip;

u32int eflags;

u32int eax;

u32int ecx;

u32int edx;

u32int ebx;

u32int esp;

u32int ebp;

u32int esi;

u32int edi;

u32int es; // Значение, загружаемое в ES при переходе в режим ядра.

u32int cs; // Значение, загружаемое в CS при переходе в режим ядра

u32int ss; // Значение, загружаемое в SS при переходе в режим ядра

u32int ds; // Значение, загружаемое в DS при переходе в режим ядра

u32int fs; // Значение, загружаемое в FS при переходе в режим ядра

u32int gs; // Значение, загружаемое в GS при переходе в режим ядра

u32int ldt; // Не используется ...

u16int trap;

u16int iomap\_base;

} \_\_attribute\_\_((packed));

typedef struct tss\_entry\_struct tss\_entry\_t;

**descriptor\_tables.c**

// Давайте из кода на языке C получим доступ к нашим ассемблерным функциям.

...

extern void tss\_flush();

// Внутренние прототипы функций.

...

static void write\_tss(s32int,u16int,u32int);

...

tss\_entry\_t tss\_entry;

static void init\_gdt()

{

gdt\_ptr.limit = (sizeof(gdt\_entry\_t) \* 6) - 1;

gdt\_ptr.base = (u32int)&gdt\_entries;

gdt\_set\_gate(0, 0, 0, 0, 0); // Сегмент null

gdt\_set\_gate(1, 0, 0xFFFFFFFF, 0x9A, 0xCF); // Сегмент кода

gdt\_set\_gate(2, 0, 0xFFFFFFFF, 0x92, 0xCF); // Сегмент данных

gdt\_set\_gate(3, 0, 0xFFFFFFFF, 0xFA, 0xCF); // Сегмент кода пользовательского режима

gdt\_set\_gate(4, 0, 0xFFFFFFFF, 0xF2, 0xCF); // Сегмент данных пользовательского режима

write\_tss(5, 0x10, 0x0);

gdt\_flush((u32int)&gdt\_ptr);

tss\_flush();

}

// Инициализируем нашу структуру сегмента состояния задачи.

static void write\_tss(s32int num, u16int ss0, u32int esp0)

{

// Сначала давайте вычислим базу и предельное значение для нашей записи в таблице GDT.

u32int base = (u32int) &tss\_entry;

u32int limit = base + sizeof(tss\_entry);

// Теперь добавим в таблицу GDT адрес дескриптора нашего TSS.

gdt\_set\_gate(num, base, limit, 0xE9, 0x00);

// Обеспечим, чтобы первоначально дескриптор был равен нулю.

memset(&tss\_entry, 0, sizeof(tss\_entry));

tss\_entry.ss0 = ss0; // Запоминаем сегмент стека ядра.

tss\_entry.esp0 = esp0; // Запоминаем указатель стека ядра.

// Здесь заносим в таблицу TSS записи cs, ss, ds, es, fs и gs. В них указывается, какие сегменты

// должны быть загружены в случае, когда процессор переключается в режим ядра. Поэтому

// они являются нашими обычными сегментами кода/данных ядра - 0x08 и 0x10 соответственно,

// но в последних двух битах будут указаны значения 0x0b и 0x13. Значения этих битов указывают,

// что уровень запрашиваемых привилегий RPL (requested privilege level) равен 3; это означает, что

// этот сегмент TSS можно использовать для переключения в режим ядра из кольца 3.

tss\_entry.cs = 0x0b;

tss\_entry.ss = tss\_entry.ds = tss\_entry.es = tss\_entry.fs = tss\_entry.gs = 0x13;

}

void set\_kernel\_stack(u32int stack)

{

tss\_entry.esp0 = stack;

}

**gdt.c**

[GLOBAL tss\_flush] ; Allows our C code to call tss\_flush().

tss\_flush:

mov ax, 0x2B ; Load the index of our TSS structure - The index is

; 0x28, as it is the 5th selector and each is 8 bytes

; long, but we set the bottom two bits (making 0x2B)

; so that it has an RPL of 3, not zero.

ltr ax ; Load 0x2B into the task state register.

ret

**syscall.h**

// syscall.h – Определяет интерфейс и структуры, относящиеся к диспетчеризации системных вызовов.

// Написано для руководств по разработке ядра - автор James Molloy

#ifndef SYSCALL\_H

#define SYSCALL\_H

#define DECL\_SYSCALL0(fn) int syscall\_##fn();

#define DECL\_SYSCALL1(fn,p1) int syscall\_##fn(p1);

#define DECL\_SYSCALL2(fn,p1,p2) int syscall\_##fn(p1,p2);

#define DECL\_SYSCALL3(fn,p1,p2,p3) int syscall\_##fn(p1,p2,p3);

#define DECL\_SYSCALL4(fn,p1,p2,p3,p4) int syscall\_##fn(p1,p2,p3,p4);

#define DECL\_SYSCALL5(fn,p1,p2,p3,p4,p5) int syscall\_##fn(p1,p2,p3,p4,p5);

#define DEFN\_SYSCALL0(fn, num) \

int syscall\_##fn() \

{ \

int a; \

asm volatile("int $0x80" : "=a" (a) : "0" (num)); \

return a; \

}

#define DEFN\_SYSCALL1(fn, num, P1) \

int syscall\_##fn(P1 p1) \

{ \

int a; \

asm volatile("int $0x80" : "=a" (a) : "0" (num), "b" ((int)p1)); \

return a; \

}

#define DEFN\_SYSCALL2(fn, num, P1, P2) \

int syscall\_##fn(P1 p1, P2 p2) \

{ \

int a; \

asm volatile("int $0x80" : "=a" (a) : "0" (num), "b" ((int)p1), "c" ((int)p2)); \

return a; \

}

DECL\_SYSCALL1(monitor\_write, const char\*)

DECL\_SYSCALL1(monitor\_write\_hex, const char\*)

DECL\_SYSCALL1(monitor\_write\_dec, const char\*)

#include "common.h"

void initialise\_syscalls();

#endif

**syscall.c**

// syscall.c – Определяет реализацию механизма системных вызовов.

// Написано для руководств по разработке ядра - автор James Molloy

#include "syscall.h"

#include "isr.h"

#include "monitor.h"

DEFN\_SYSCALL1(monitor\_write, 0, const char\*);

DEFN\_SYSCALL1(monitor\_write\_hex, 1, const char\*);

DEFN\_SYSCALL1(monitor\_write\_dec, 2, const char\*);

static void syscall\_handler(registers\_t \*regs);

static void \*syscalls[3] =

{

&monitor\_write,

&monitor\_write\_hex,

&monitor\_write\_dec,

};

u32int num\_syscalls = 3;

void initialise\_syscalls()

{

// Регистрируем наш обработчик системных вызовов.

register\_interrupt\_handler (0x80, &syscall\_handler);

}

void syscall\_handler(registers\_t \*regs)

{

// Сначала проверяем, является ли допустимым запрашиваемый номер системного вызова.

// Номер системного вызова находится в EAX.

if (regs->eax >= num\_syscalls)

return;

// Вычисляем место, где находится запрашиваемый системный вызов.

void \*location = syscalls[regs->eax];

// Нам неизвестно, сколько параметров необходимо функции, поэтому мы просто

// помещаем их в стек в правильном порядке. Функция может использовать все эти

// параметры, если они потребуются, а затем мы можем убрать их из стека.

int ret;

asm volatile (" \

push %1; \

push %2; \

push %3; \

push %4; \

push %5; \

call \*%6; \

pop %%ebx; \

pop %%ebx; \

pop %%ebx; \

pop %%ebx; \

pop %%ebx; \

" : "=a" (ret) : "r" (regs->edi), "r" (regs->esi), "r" (regs->edx), "r" (regs->ecx), "r" (regs->ebx), "r" (location));

regs->eax = ret;

}
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**Выводы:**

1. Так как в Ubuntu 18.04 нет grub, но есть grub2, то необходимо использовать предыдущую версию, например 16.04, чтобы компиляция файлов ядра прошла успешно, потому что в этой сборке можно установить grub
2. Необходимо изменить makefile для корректного создания загрузочного образа
3. Так как для создания сборки MiniOS с виртуальной файловой системой нужно подгрузить модуль initrd, то в папке grub в menu.lst под строкой, начинающейся с "kernel", дописываем "module /initrd"
4. Долго не получалось подключить виртуальную файловую систему из-за неправильной инструкции сборки.
5. В процессе выполнения задания изучили механизм прерываний.
6. Каждую из сборок легко собрать, немного изменив первоначальный make файл.
7. Много полезной информации нашлось на иностранных ресурсах.